**Managing Hierarchical Data in MySQL**

By Mike Hillyer

**Introduction**

Most users at one time or another have dealt with hierarchical data in a SQL database and no doubt learned that the management of hierarchical data is not what a relational database is intended for. The tables of a relational database are not hierarchical (like XML), but are simply a flat list. Hierarchical data has a parent-child relationship that is not naturally represented in a relational database table.

For our purposes, hierarchical data is a collection of data where each item has a single parent and zero or more children (with the exception of the root item, which has no parent). Hierarchical data can be found in a variety of database applications, including forum and mailing list threads, business organization charts, content management categories, and product categories. For our purposes we will use the following product category hierarchy from an fictional electronics store:
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These categories form a hierarchy in much the same way as the other examples cited above. In this article we will examine two models for dealing with hierarchical data in MySQL, starting with the traditional adjacency list model.

**The Adjacency List Model**

Typically the example categories shown above will be stored in a table like the following (I'm including full CREATE and INSERT statements so you can follow along):

CREATE TABLE category(

category\_id INT AUTO\_INCREMENT PRIMARY KEY,

name VARCHAR(20) NOT NULL,

parent INT DEFAULT NULL);

INSERT INTO category

VALUES(1,'ELECTRONICS',NULL),(2,'TELEVISIONS',1),(3,'TUBE',2),

(4,'LCD',2),(5,'PLASMA',2),(6,'PORTABLE ELECTRONICS',1),

(7,'MP3 PLAYERS',6),(8,'FLASH',7),

(9,'CD PLAYERS',6),(10,'2 WAY RADIOS',6);

SELECT \* FROM category ORDER BY category\_id;

+-------------+----------------------+--------+

| category\_id | name | parent |

+-------------+----------------------+--------+

| 1 | ELECTRONICS | NULL |

| 2 | TELEVISIONS | 1 |

| 3 | TUBE | 2 |

| 4 | LCD | 2 |

| 5 | PLASMA | 2 |

| 6 | PORTABLE ELECTRONICS | 1 |

| 7 | MP3 PLAYERS | 6 |

| 8 | FLASH | 7 |

| 9 | CD PLAYERS | 6 |

| 10 | 2 WAY RADIOS | 6 |

+-------------+----------------------+--------+

10 rows in set (0.00 sec)

In the adjacency list model, each item in the table contains a pointer to its parent. The topmost element, in this case electronics, has a NULL value for its parent. The adjacency list model has the advantage of being quite simple, it is easy to see that FLASH is a child of mp3 players, which is a child of portable electronics, which is a child of electronics. While the adjacency list model can be dealt with fairly easily in client-side code, working with the model can be more problematic in pure SQL.

**Retrieving a Full Tree**

The first common task when dealing with hierarchical data is the display of the entire tree, usually with some form of indentation. The most common way of doing this is in pure SQL is through the use of a self-join:

SELECT t1.name AS lev1, t2.name as lev2, t3.name as lev3, t4.name as lev4

FROM category AS t1

LEFT JOIN category AS t2 ON t2.parent = t1.category\_id

LEFT JOIN category AS t3 ON t3.parent = t2.category\_id

LEFT JOIN category AS t4 ON t4.parent = t3.category\_id

WHERE t1.name = 'ELECTRONICS';

+-------------+----------------------+--------------+-------+

| lev1 | lev2 | lev3 | lev4 |

+-------------+----------------------+--------------+-------+

| ELECTRONICS | TELEVISIONS | TUBE | NULL |

| ELECTRONICS | TELEVISIONS | LCD | NULL |

| ELECTRONICS | TELEVISIONS | PLASMA | NULL |

| ELECTRONICS | PORTABLE ELECTRONICS | MP3 PLAYERS | FLASH |

| ELECTRONICS | PORTABLE ELECTRONICS | CD PLAYERS | NULL |

| ELECTRONICS | PORTABLE ELECTRONICS | 2 WAY RADIOS | NULL |

+-------------+----------------------+--------------+-------+

6 rows in set (0.00 sec)

**Finding all the Leaf Nodes**

We can find all the leaf nodes in our tree (those with no children) by using a LEFT JOIN query:

SELECT t1.name FROM

category AS t1 LEFT JOIN category as t2

ON t1.category\_id = t2.parent

WHERE t2.category\_id IS NULL;

+--------------+

| name |

+--------------+

| TUBE |

| LCD |

| PLASMA |

| FLASH |

| CD PLAYERS |

| 2 WAY RADIOS |

+--------------+

**Retrieving a Single Path**

The self-join also allows us to see the full path through our hierarchies:

SELECT t1.name AS lev1, t2.name as lev2, t3.name as lev3, t4.name as lev4

FROM category AS t1

LEFT JOIN category AS t2 ON t2.parent = t1.category\_id

LEFT JOIN category AS t3 ON t3.parent = t2.category\_id

LEFT JOIN category AS t4 ON t4.parent = t3.category\_id

WHERE t1.name = 'ELECTRONICS' AND t4.name = 'FLASH';

+-------------+----------------------+-------------+-------+

| lev1 | lev2 | lev3 | lev4 |

+-------------+----------------------+-------------+-------+

| ELECTRONICS | PORTABLE ELECTRONICS | MP3 PLAYERS | FLASH |

+-------------+----------------------+-------------+-------+

1 row in set (0.01 sec)

The main limitation of such an approach is that you need one self-join for every level in the hierarchy, and performance will naturally degrade with each level added as the joining grows in complexity.

**Limitations of the Adjacency List Model**

Working with the adjacency list model in pure SQL can be difficult at best. Before being able to see the full path of a category we have to know the level at which it resides. In addition, special care must be taken when deleting nodes because of the potential for orphaning an entire sub-tree in the process (delete the portable electronics category and all of its children are orphaned). Some of these limitations can be addressed through the use of client-side code or stored procedures. With a procedural language we can start at the bottom of the tree and iterate upwards to return the full tree or a single path. We can also use procedural programming to delete nodes without orphaning entire sub-trees by promoting one child element and re-ordering the remaining children to point to the new parent.

**The Nested Set Model**

What I would like to focus on in this article is a different approach, commonly referred to as the **Nested Set Model**. In the Nested Set Model, we can look at our hierarchy in a new way, not as nodes and lines, but as nested containers. Try picturing our electronics categories this way:
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Notice how our hierarchy is still maintained, as parent categories envelop their children.We represent this form of hierarchy in a table through the use of left and right values to represent the nesting of our nodes:

CREATE TABLE nested\_category (

category\_id INT AUTO\_INCREMENT PRIMARY KEY,

name VARCHAR(20) NOT NULL,

lft INT NOT NULL,

rgt INT NOT NULL

);

INSERT INTO nested\_category

VALUES(1,'ELECTRONICS',1,20),(2,'TELEVISIONS',2,9),(3,'TUBE',3,4),

(4,'LCD',5,6),(5,'PLASMA',7,8),(6,'PORTABLE ELECTRONICS',10,19),

(7,'MP3 PLAYERS',11,14),(8,'FLASH',12,13),

(9,'CD PLAYERS',15,16),(10,'2 WAY RADIOS',17,18);

SELECT \* FROM nested\_category ORDER BY category\_id;

+-------------+----------------------+-----+-----+

| category\_id | name | lft | rgt |

+-------------+----------------------+-----+-----+

| 1 | ELECTRONICS | 1 | 20 |

| 2 | TELEVISIONS | 2 | 9 |

| 3 | TUBE | 3 | 4 |

| 4 | LCD | 5 | 6 |

| 5 | PLASMA | 7 | 8 |

| 6 | PORTABLE ELECTRONICS | 10 | 19 |

| 7 | MP3 PLAYERS | 11 | 14 |

| 8 | FLASH | 12 | 13 |

| 9 | CD PLAYERS | 15 | 16 |

| 10 | 2 WAY RADIOS | 17 | 18 |

+-------------+----------------------+-----+-----+

We use **lft** and **rgt** because left and right are reserved words in MySQL, see <http://dev.mysql.com/doc/mysql/en/reserved-words.html> for the full list of reserved words.

So how do we determine left and right values? We start numbering at the leftmost side of the outer node and continue to the right:
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This design can be applied to a typical tree as well:
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When working with a tree, we work from left to right, one layer at a time, descending to each node's children before assigning a right-hand number and moving on to the right. This approach is called the modified **preorder tree traversal algorithm.**

**Retrieving a Full Tree**

We can retrieve the full tree through the use of a self-join that links parents with nodes on the basis that a node's **lft** value will always appear between its parent's **lft** and **rgt** values:

SELECT node.name

FROM nested\_category AS node,

nested\_category AS parent

WHERE node.lft BETWEEN parent.lft AND parent.rgt

AND parent.name = 'ELECTRONICS'

ORDER BY node.lft;

+----------------------+

| name |

+----------------------+

| ELECTRONICS |

| TELEVISIONS |

| TUBE |

| LCD |

| PLASMA |

| PORTABLE ELECTRONICS |

| MP3 PLAYERS |

| FLASH |

| CD PLAYERS |

| 2 WAY RADIOS |

+----------------------+

Unlike our previous examples with the adjacency list model, this query will work regardless of the depth of the tree. We do not concern ourselves with the rgt value of the node in our BETWEEN clause because the rgt value will always fall within the same parent as the lft values.

**Finding all the Leaf Nodes**

Finding all leaf nodes in the nested set model even simpler than the LEFT JOIN method used in the adjacency list model. If you look at the nested\_category table, you may notice that the lft and rgt values for leaf nodes are consecutive numbers. To find the leaf nodes, we look for nodes where rgt = lft + 1:

SELECT name

FROM nested\_category

WHERE rgt = lft + 1;

+--------------+

| name |

+--------------+

| TUBE |

| LCD |

| PLASMA |

| FLASH |

| CD PLAYERS |

| 2 WAY RADIOS |

+--------------+

**Retrieving a Single Path**

With the nested set model, we can retrieve a single path without having multiple self-joins:

SELECT parent.name

FROM nested\_category AS node,

nested\_category AS parent

WHERE node.lft BETWEEN parent.lft AND parent.rgt

AND node.name = 'FLASH'

ORDER BY parent.lft;

+----------------------+

| name |

+----------------------+

| ELECTRONICS |

| PORTABLE ELECTRONICS |

| MP3 PLAYERS |

| FLASH |

+----------------------+

**Finding the Depth of the Nodes**

We have already looked at how to show the entire tree, but what if we want to also show the depth of each node in the tree, to better identify how each node fits in the hierarchy? This can be done by adding a COUNT function and a GROUP BY clause to our existing query for showing the entire tree:

SELECT node.name, (COUNT(parent.name) - 1) AS depth

FROM nested\_category AS node,

nested\_category AS parent

WHERE node.lft BETWEEN parent.lft AND parent.rgt

GROUP BY node.name

ORDER BY node.lft;

+----------------------+-------+

| name | depth |

+----------------------+-------+

| ELECTRONICS | 0 |

| TELEVISIONS | 1 |

| TUBE | 2 |

| LCD | 2 |

| PLASMA | 2 |

| PORTABLE ELECTRONICS | 1 |

| MP3 PLAYERS | 2 |

| FLASH | 3 |

| CD PLAYERS | 2 |

| 2 WAY RADIOS | 2 |

+----------------------+-------+

We can use the depth value to indent our category names with the CONCAT and REPEAT string functions:

SELECT CONCAT( REPEAT(' ', COUNT(parent.name) - 1), node.name) AS name

FROM nested\_category AS node,

nested\_category AS parent

WHERE node.lft BETWEEN parent.lft AND parent.rgt

GROUP BY node.name

ORDER BY node.lft;

+-----------------------+

| name |

+-----------------------+

| ELECTRONICS |

| TELEVISIONS |

| TUBE |

| LCD |

| PLASMA |

| PORTABLE ELECTRONICS |

| MP3 PLAYERS |

| FLASH |

| CD PLAYERS |

| 2 WAY RADIOS |

+-----------------------+

Of course, in a client-side application you will be more likely to use the depth value directly to display your hierarchy. Web developers could loop through the tree, adding <li></li> and <ul></ul> tags as the depth number increases and decreases.

**Depth of a Sub-Tree**

When we need depth information for a sub-tree, we cannot limit either the node or parent tables in our self-join because it will corrupt our results. Instead, we add a third self-join, along with a sub-query to determine the depth that will be the new starting point for our sub-tree:

SELECT node.name, (COUNT(parent.name) - (sub\_tree.depth + 1)) AS depth

FROM nested\_category AS node,

nested\_category AS parent,

nested\_category AS sub\_parent,

(

SELECT node.name, (COUNT(parent.name) - 1) AS depth

FROM nested\_category AS node,

nested\_category AS parent

WHERE node.lft BETWEEN parent.lft AND parent.rgt

AND node.name = 'PORTABLE ELECTRONICS'

GROUP BY node.name

ORDER BY node.lft

)AS sub\_tree

WHERE node.lft BETWEEN parent.lft AND parent.rgt

AND node.lft BETWEEN sub\_parent.lft AND sub\_parent.rgt

AND sub\_parent.name = sub\_tree.name

GROUP BY node.name

ORDER BY node.lft;

+----------------------+-------+

| name | depth |

+----------------------+-------+

| PORTABLE ELECTRONICS | 0 |

| MP3 PLAYERS | 1 |

| FLASH | 2 |

| CD PLAYERS | 1 |

| 2 WAY RADIOS | 1 |

+----------------------+-------+

This function can be used with any node name, including the root node. The depth values are always relative to the named node.

**Find the Immediate Subordinates of a Node**

Imagine you are showing a category of electronics products on a retailer web site. When a user clicks on a category, you would want to show the products of that category, as well as list its immediate sub-categories, but not the entire tree of categories beneath it. For this, we need to show the node and its immediate sub-nodes, but no further down the tree. For example, when showing the PORTABLE ELECTRONICS category, we will want to show MP3 PLAYERS, CD PLAYERS, and 2 WAY RADIOS, but not FLASH.

This can be easily accomplished by adding a HAVING clause to our previous query:

SELECT node.name, (COUNT(parent.name) - (sub\_tree.depth + 1)) AS depth

FROM nested\_category AS node,

nested\_category AS parent,

nested\_category AS sub\_parent,

(

SELECT node.name, (COUNT(parent.name) - 1) AS depth

FROM nested\_category AS node,

nested\_category AS parent

WHERE node.lft BETWEEN parent.lft AND parent.rgt

AND node.name = 'PORTABLE ELECTRONICS'

GROUP BY node.name

ORDER BY node.lft

)AS sub\_tree

WHERE node.lft BETWEEN parent.lft AND parent.rgt

AND node.lft BETWEEN sub\_parent.lft AND sub\_parent.rgt

AND sub\_parent.name = sub\_tree.name

GROUP BY node.name

HAVING depth <= 1

ORDER BY node.lft;

+----------------------+-------+

| name | depth |

+----------------------+-------+

| PORTABLE ELECTRONICS | 0 |

| MP3 PLAYERS | 1 |

| CD PLAYERS | 1 |

| 2 WAY RADIOS | 1 |

+----------------------+-------+

If you do not wish to show the parent node, change the **HAVING depth <= 1 line to HAVING depth = 1**.

**Aggregate Functions in a Nested Set**

Let's add a table of products that we can use to demonstrate aggregate functions with:

CREATE TABLE product(

product\_id INT AUTO\_INCREMENT PRIMARY KEY,

name VARCHAR(40),

category\_id INT NOT NULL

);

INSERT INTO product(name, category\_id) VALUES('20" TV',3),('36" TV',3),

('Super-LCD 42"',4),('Ultra-Plasma 62"',5),('Value Plasma 38"',5),

('Power-MP3 5gb',7),('Super-Player 1gb',8),('Porta CD',9),('CD To go!',9),

('Family Talk 360',10);

SELECT \* FROM product;

+------------+-------------------+-------------+

| product\_id | name | category\_id |

+------------+-------------------+-------------+

| 1 | 20" TV | 3 |

| 2 | 36" TV | 3 |

| 3 | Super-LCD 42" | 4 |

| 4 | Ultra-Plasma 62" | 5 |

| 5 | Value Plasma 38" | 5 |

| 6 | Power-MP3 128mb | 7 |

| 7 | Super-Shuffle 1gb | 8 |

| 8 | Porta CD | 9 |

| 9 | CD To go! | 9 |

| 10 | Family Talk 360 | 10 |

+------------+-------------------+-------------+

Now let's produce a query that can retrieve our category tree, along with a product count for each category:

SELECT parent.name, COUNT(product.name)

FROM nested\_category AS node ,

nested\_category AS parent,

product

WHERE node.lft BETWEEN parent.lft AND parent.rgt

AND node.category\_id = product.category\_id

GROUP BY parent.name

ORDER BY node.lft;

+----------------------+---------------------+

| name | COUNT(product.name) |

+----------------------+---------------------+

| ELECTRONICS | 10 |

| TELEVISIONS | 5 |

| TUBE | 2 |

| LCD | 1 |

| PLASMA | 2 |

| PORTABLE ELECTRONICS | 5 |

| MP3 PLAYERS | 2 |

| FLASH | 1 |

| CD PLAYERS | 2 |

| 2 WAY RADIOS | 1 |

+----------------------+---------------------+

This is our typical whole tree query with a COUNT and GROUP BY added, along with a reference to the product table and a join between the node and product table in the WHERE clause. As you can see, there is a count for each category and the count of subcategories is reflected in the parent categories.

**Adding New Nodes**

Now that we have learned how to query our tree, we should take a look at how to update our tree by adding a new node. Let's look at our nested set diagram again:

![http://dev.mysql.com/tech-resources/articles/hierarchical-data-5.png](data:image/png;base64,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)

If we wanted to add a new node between the TELEVISIONS and PORTABLE ELECTRONICS nodes, the new node would have lft and rgt values of 10 and 11, and all nodes to its right would have their lft and rgt values increased by two. We would then add the new node with the appropriate lft and rgt values. While this can be done with a stored procedure in MySQL 5, I will assume for the moment that most readers are using 4.1, as it is the latest stable version, and I will isolate my queries with a LOCK TABLES statement instead:

LOCK TABLE nested\_category WRITE;

SELECT @myRight := rgt FROM nested\_category

WHERE name = 'TELEVISIONS';

UPDATE nested\_category SET rgt = rgt + 2 WHERE rgt > @myRight;

UPDATE nested\_category SET lft = lft + 2 WHERE lft > @myRight;

INSERT INTO nested\_category(name, lft, rgt) VALUES('GAME CONSOLES', @myRight + 1, @myRight + 2);

UNLOCK TABLES;

We can then check our nesting with our indented tree query:

SELECT CONCAT( REPEAT( ' ', (COUNT(parent.name) - 1) ), node.name) AS name

FROM nested\_category AS node,

nested\_category AS parent

WHERE node.lft BETWEEN parent.lft AND parent.rgt

GROUP BY node.name

ORDER BY node.lft;

+-----------------------+

| name |

+-----------------------+

| ELECTRONICS |

| TELEVISIONS |

| TUBE |

| LCD |

| PLASMA |

| GAME CONSOLES |

| PORTABLE ELECTRONICS |

| MP3 PLAYERS |

| FLASH |

| CD PLAYERS |

| 2 WAY RADIOS |

+-----------------------+

If we instead want to add a node as a child of a node that has no existing children, we need to modify our procedure slightly. Let's add a new FRS node below the 2 WAY RADIOS node:

LOCK TABLE nested\_category WRITE;

SELECT @myLeft := lft FROM nested\_category

WHERE name = '2 WAY RADIOS';

UPDATE nested\_category SET rgt = rgt + 2 WHERE rgt > @myLeft;

UPDATE nested\_category SET lft = lft + 2 WHERE lft > @myLeft;

INSERT INTO nested\_category(name, lft, rgt) VALUES('FRS', @myLeft + 1, @myLeft + 2);

UNLOCK TABLES;

In this example we expand everything to the right of the left-hand number of our proud new parent node, then place the node to the right of the left-hand value. As you can see, our new node is now properly nested:

SELECT CONCAT( REPEAT( ' ', (COUNT(parent.name) - 1) ), node.name) AS name

FROM nested\_category AS node,

nested\_category AS parent

WHERE node.lft BETWEEN parent.lft AND parent.rgt

GROUP BY node.name

ORDER BY node.lft;

+-----------------------+

| name |

+-----------------------+

| ELECTRONICS |

| TELEVISIONS |

| TUBE |

| LCD |

| PLASMA |

| GAME CONSOLES |

| PORTABLE ELECTRONICS |

| MP3 PLAYERS |

| FLASH |

| CD PLAYERS |

| 2 WAY RADIOS |

| FRS |

+-----------------------+

**Deleting Nodes**

The last basic task involved in working with nested sets is the removal of nodes. The course of action you take when deleting a node depends on the node's position in the hierarchy; deleting leaf nodes is easier than deleting nodes with children because we have to handle the orphaned nodes.

When deleting a leaf node, the process if just the opposite of adding a new node, we delete the node and its width from every node to its right:

LOCK TABLE nested\_category WRITE;

SELECT @myLeft := lft, @myRight := rgt, @myWidth := rgt - lft + 1

FROM nested\_category

WHERE name = 'GAME CONSOLES';

DELETE FROM nested\_category WHERE lft BETWEEN @myLeft AND @myRight;

UPDATE nested\_category SET rgt = rgt - @myWidth WHERE rgt > @myRight;

UPDATE nested\_category SET lft = lft - @myWidth WHERE lft > @myRight;

UNLOCK TABLES;

And once again, we execute our indented tree query to confirm that our node has been deleted without corrupting the hierarchy:

SELECT CONCAT( REPEAT( ' ', (COUNT(parent.name) - 1) ), node.name) AS name

FROM nested\_category AS node,

nested\_category AS parent

WHERE node.lft BETWEEN parent.lft AND parent.rgt

GROUP BY node.name

ORDER BY node.lft;

+-----------------------+

| name |

+-----------------------+

| ELECTRONICS |

| TELEVISIONS |

| TUBE |

| LCD |

| PLASMA |

| PORTABLE ELECTRONICS |

| MP3 PLAYERS |

| FLASH |

| CD PLAYERS |

| 2 WAY RADIOS |

| FRS |

+-----------------------+

This approach works equally well to delete a node and all its children:

LOCK TABLE nested\_category WRITE;

SELECT @myLeft := lft, @myRight := rgt, @myWidth := rgt - lft + 1

FROM nested\_category

WHERE name = 'MP3 PLAYERS';

DELETE FROM nested\_category WHERE lft BETWEEN @myLeft AND @myRight;

UPDATE nested\_category SET rgt = rgt - @myWidth WHERE rgt > @myRight;

UPDATE nested\_category SET lft = lft - @myWidth WHERE lft > @myRight;

UNLOCK TABLES;

And once again, we query to see that we have successfully deleted an entire sub-tree:

SELECT CONCAT( REPEAT( ' ', (COUNT(parent.name) - 1) ), node.name) AS name

FROM nested\_category AS node,

nested\_category AS parent

WHERE node.lft BETWEEN parent.lft AND parent.rgt

GROUP BY node.name

ORDER BY node.lft;

+-----------------------+

| name |

+-----------------------+

| ELECTRONICS |

| TELEVISIONS |

| TUBE |

| LCD |

| PLASMA |

| PORTABLE ELECTRONICS |

| CD PLAYERS |

| 2 WAY RADIOS |

| FRS |

+-----------------------+

The other scenario we have to deal with is the deletion of a parent node but not the children. In some cases you may wish to just change the name to a placeholder until a replacement is presented, such as when a supervisor is fired. In other cases, the child nodes should all be moved up to the level of the deleted parent:

LOCK TABLE nested\_category WRITE;

SELECT @myLeft := lft, @myRight := rgt, @myWidth := rgt - lft + 1

FROM nested\_category

WHERE name = 'PORTABLE ELECTRONICS';

DELETE FROM nested\_category WHERE lft = @myLeft;

UPDATE nested\_category SET rgt = rgt - 1, lft = lft - 1 WHERE lft BETWEEN @myLeft AND @myRight;

UPDATE nested\_category SET rgt = rgt - 2 WHERE rgt > @myRight;

UPDATE nested\_category SET lft = lft - 2 WHERE lft > @myRight;

UNLOCK TABLES;

In this case we subtract two from all elements to the right of the node (since without children it would have a width of two), and one from the nodes that are its children (to close the gap created by the loss of the parent's left value). Once again, we can confirm our elements have been promoted:

SELECT CONCAT( REPEAT( ' ', (COUNT(parent.name) - 1) ), node.name) AS name

FROM nested\_category AS node,

nested\_category AS parent

WHERE node.lft BETWEEN parent.lft AND parent.rgt

GROUP BY node.name

ORDER BY node.lft;

+---------------+

| name |

+---------------+

| ELECTRONICS |

| TELEVISIONS |

| TUBE |

| LCD |

| PLASMA |

| CD PLAYERS |

| 2 WAY RADIOS |

| FRS |

+---------------+

Other scenarios when deleting nodes would include promoting one of the children to the parent position and moving the child nodes under a sibling of the parent node, but for the sake of space these scenarios will not be covered in this article.

**Final Thoughts**

While I hope the information within this article will be of use to you, the concept of nested sets in SQL has been around for over a decade, and there is a lot of additional information available in books and on the Internet. In my opinion the most comprehensive source of information on managing hierarchical information is a book called [Joe Celko's Trees and Hierarchies in SQL for Smarties](http://www.openwin.org/mike/books/index.php/trees-and-hierarchies-in-sql), written by a very respected author in the field of advanced SQL, Joe Celko. Joe Celko is often credited with the nested sets model and is by far the most prolific author on the subject. I have found Celko's book to be an invaluable resource in my own studies and highly recommend it. The book covers advanced topics which I have not covered in this article, and provides additional methods for managing hierarchical data in addition to the Adjacency List and Nested Set models.

In the References / Resources section that follows I have listed some web resources that may be of use in your research of managing hierarchal data, including a pair of PHP related resources that include pre-built PHP libraries for handling nested sets in MySQL. Those of you who currently use the adjacency list model and would like to experiment with the nested set model will find sample code for converting between the two in the [Storing Hierarchical Data in a Database](http://www.sitepoint.com/article/hierarchical-data-database) resource listed below.